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Continuous integration (CI) in 

Computer Science (CS) education

Continuous Integration is a professional 

practice that automatically attempts to build 

the software product every time new code is 

added.

CI in CS education:

▪ makes student progress visible [5]

▪ increases engagement [4]

▪ helps prepare undergraduate students for 

their career [2]

▪ supports team collaboration [1]

▪ provides continuous rapid feedback [3]

CI in the database course

The Database Management Systems 

course covers fundamental algorithms and 

data structures

Problem

Lack of early feedback

Results in

Students having no idea about the 

correctness of their work until it has been 

graded

Possible solution

Research Purpose

To examine if CI use

▪ is feasible

▪ helps students

▪ reduces the amount of TA work

Developer(s) 
writes code

CI tool 
runs tests

Code is ready for next 
step or deployment

Problem 
detected

Everything 
okay

Method

Research design

Action research

Participants

Students and TA’s of the course

Procedure

CI Integrated into 3rd year course 

▪ students were taught about CI 

▪ then, they were asked to use it before 

submitting their three programming 

assignments

Data collection

Focus groups and one-on-one interviews

Data analysis

Content analysis

Results

Benefits of CI in the course

▪ Engaging in a professional practice

▪ Students fealt reassured about their 

assignment submissions

▪ Provided clear and informative feedback

Issues related to CI use in the course

▪ Feedback on limited aspects of their code 

(e.g., validating formatting)

▪ Student lack of familiarity with CI
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